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Abstract—While block-based programming has 
successfully eliminated critical syntactic barriers to 
programming, it remains unclear how effectively it aids in 
overcoming semantic, logical, and pragmatic programming 
challenges that hinder computational thinking. These 
challenges are likely to far outweigh the syntactic ones. 
With the goal of creating a highly accessible programming 
tool for young students using mobile devices, we explored 
the concept of pragmatic prebugging to begin addressing 
these challenges. By pragmatic prebugging, we refer to 
proactive debugging tools designed to prevent logical 
errors. This article introduces RULER.game as a 
Computational Thinking Tool with built-in pragmatic 
prebugging, enabling novice programmers to create games 
through a paradigm we call proxy-based programming. A 
small study exploring error rates found statistically 
significant performance improvements of proxy-based 
programming compared to block-based programming. 

Keywords–block-based programming, computational 
thinking, programming by example, mobile computing.  

I. INTRODUCTION 
While block-based programming has removed critical 

syntactic barriers from programming, it is not clear how much 
it has contributed towards making computational thinking (CT) 
truly accessible [61]. If the goal is to teach computational 
thinking by creating personally interesting artifacts such as 
games [29], robots [1, 55] and simulations [40], then how many 
of the overall problem solving challenges are fully addressed by 
syntactic support mechanisms? Block-based programming is 
often compared to the ease of use of LEGO (e.g., [38]). 
However, if a person understands how to snap together two 
LEGO pieces, and then decides to build a replica of the Taj 
Mahal, they might soon realize that this “skill” does not 
automatically scale into the competence to create sophisticated 
artifacts. Benefits of block-based programming are claimed to 
include being “intuitive and self-explanatory” [72]. Many 
block-based programming designs intentionally suppress error 
messages [24] or provide limited debugging support [10]. This 
can produce programming errors [4] resulting from logical and 
pragmatic programming challenges. Most importantly, these 
kinds of challenges are likely to outweigh the syntactic ones.  

Not only are non-syntactic problem solving challenges vast 
in magnitude, but research also does not have a full 
understanding of what the precise nature of these challenges 
really are. Early on, Knuth in his seminal analysis of the root 
problems of programming bugs uncovered nine problem-
independent categories [31]. Only one of these categories is 
connected to syntax. This early research did not focus on novice 

programmers, however, it becomes clear that even if syntactic 
challenges are completely removed by block-based 
programming the remaining challenges are critical and need to 
be addressed for advanced and novice programmers alike. More 
recently Ben-Yaacov et al. explored the types of errors kids 
make when using block-based programming languages [4]. 
They observed many logical bugs, not connected to syntax, 
when students programmed simple microworlds [42, 45].  

Enabling students to create interesting projects [53] is not 
limited to the acquisition of programming skills but also 
requires debugging skills including the mastery of debugging 
tools [34]. The notion of “prebugging” [48, 69] refers to 
debugging approaches proactively preventing bugs. 
Debugging, in contrast, is reactive and generally considered “an 
activity that comes after testing” where one finds out where the 
error exists and how to fix it [34]. The proactive nature of 
prebugging may be particularly relevant to novice 
programmers engaging in ineffective debugging strategies such 
as trial-and-error [36]. Eisenstadt [12] points out that 
debugging becomes particularly difficult when there is a large 
temporal as well as spatial chasm between the root cause and 
the symptom. Block-based programming could be considered 
syntactic prebugging, crossing the syntactic challenges part of 
the Eisenstadt chasm by proactively preventing syntactic errors. 
But how can programming environments for children address 
the more complex aspects of the Eisenstadt chasm dealing with 
bugs emerging from logic, and pragmatic misconceptions? 

Our research explores pragmatic prebugging as meta-
design [13] philosophy to make programming more accessible 
and less error prone to novice programmers. In the field of 
linguistics “pragmatics” refers to the understanding of what 
words mean in the context of specific situations [60]. In 
computer science we conceptualize pragmatic prebugging as 
the proactive support of programmers to understand what 
programming instructions mean in the context of specific 
situations. By situation we mean the state an object is in, 
including its attributes, and its surrounding microworld.  

RULER.game is a new tool implementing pragmatic 
prebugging through, what we call, proxy-based programming 
(PBP). Proxy-based programming introduces a number of 
programming affordances [51] not found in typical block-based 
programming. Most notably, there is the notion of a proxy 
object helping programmers to overcome the Eisenstadt chasm 
by proactively visualizing the consequence of programming 
decisions by unifying, typically separate [34], programming 
and debugging interfaces. The research question of this paper 
explores the error prevention efficacy of PBP: What is the 
efficacy regarding the prevention of non-syntactic errors 
provided by proxy-based programming? 



 

  

II. RELATED WORK 
Proxy-Based Programming (PBP) offers pragmatic 

programming support similar to programming by 
demonstration [7, 22] and programming by example [33]. In 
these demonstrational programming environments, users 
directly manipulate a situation through a microworld [45]. 
Demonstrational programming environments such as graphical 
rewrite rules (e.g., [65]) interpret changes of the situation by the 
user to generate a program as a collection of rules. For instance, 
the behavior of a digger (Figure 2) could be demonstrated by 
direct manipulation [26, 63] making the user rotate and move 
the digger on the road. A ubiquitous challenge [7, 18, 33] to 
demonstrational programming is finding the right level of 
abstraction. Automatically generated behavior may either be 
too specific, factoring in irrelevant details of a concrete 
situation, or, vice versa, may be too generic resulting in 
unwanted overgeneralizations. Some demonstrational 
programming environments mitigate the abstraction challenge 
somewhat by making the program visible and editable by users. 
Proxy-based programming flips the “change the situation” then 
“adjust the level of abstraction” process around. First users 
select from a set of conditions holding true in the current 
situation, and then they select contextualized actions to witness 
these actions performed in a sandbox by a proxy object.  

 When looking at proxy-based programming we must pay 
special attention to how we can better enable tool accessibility, 
program implementation, execution, and debugging. Live 
Programming, and mobile tools help develop the four design 
principles that the RULER.game adheres to (described in 
section III). Live Programming provides programmers 
immediate visual feedback about the behavior of their programs 
that helps to understand the cause-effect relationship in their 
code – an influential aspect for novices learning programming 
[68]. As reported by McDirmid [35], Live Programming 
environments enable real-time interaction with programming 
systems that can significantly improve productivity and make 
the activity of programming more engaging. However, Huang 
points out that Live Programming poses an “unavoidable risk” 
of overwhelming information overload [25]. Proxy-based 
programming mitigates information overload by focusing the 
user attention on a single object (the proxy, e.g., Figure 2, right) 
and only the limited scope of code being currently edited (a 
single rule).  

Programming and debugging is particularly challenging on 
small mobile devices (see principle #3). There are a number of 
tools to create programs running on mobile devices such as 
smartphones and tablets. Some, such as MIT App Inventor [46], 
Thunkable [21], and AppyBuilder [70], are desktop-based. That 
is, programming takes place on desktop-based computers 
producing apps or project files which then need to be copied to 
smartphones. Tools more similar to RULER.game directly 
enable programming on smartphones using text- or block-based 
programming. Text-Based Programming environments for 
smartphones, aimed typically at high-school and undergraduate 
students, include Lua and Processing. Boateng [5] points out 
the ubiquity of smartphones in Africa as the main reason to 
select smartphones as an educational platform. He reported that 
by 2021 there would be nearly one billion smartphone users in 

Africa. Furthermore, he also found that the use of smartphones 
for text-based programming of games was not a hindrance [5].  

Block-based programming environments can be 
categorized into closed-project tools, such as LightBot [17] 
focusing on Hour of Code like puzzles [73], or open-project 
tools, such as Hopscotch [74], Pocket Code [64] and Scratch Jr. 
[72], helping users to create their own projects including the 
creation of their own characters by drawing them using image 
editors or using camera functions of smartphones. Most of the 
closed-project puzzle environments, but also Scratch Jr, show 
the code and the situation simultaneously. In contrast, 
Hopscotch and Pocket Code do not support the simultaneous 
view of code and situation. Scratch Jr. appears to have a lower 
threshold [43] than Hopscotch and Pocket Code. 

While the history of debugging can be traced further back 
to the 1940s when relay-based computing devices were invaded 
by moths and “debugged” by Admiral Grace Hopper, the 
modern science of debugging [69] in the context of block-based 
programming starts as early as block-based programming itself. 
Glinert [16] proposed the idea of programming constructs 
represented as jigsaw puzzle pieces that could be snapped 
together. This could be considered syntactic prebugging 
proactively preventing the creation of syntactically incorrect 
programs. Debugging hinges on the knowledge and strategies 
that are necessary for successful debugging [34] including the 
ability to employ debuggers [59]. Most block-based 
programming languages provide little debugging support [10] 
and may intentionally suppress error messages [24]. Some 
block-based programming tools including Scratch [10], Scratch 
jr. [72], and Snap! [41], provide basic affordances to test 
programming blocks. Importantly, these debugging aids are not 
part of normal programming process. AgentSheets and 
AgentCubes feature additional static as well as dynamic code 
analysis tools [48] aiding the debugging process more 
proactively. Static code analysis [27] visualizes semantic 
problems such as unreachable code. Dynamic code analysis in 
AgentCubes [48] visualizes logical problems by showing how 
the control flow depends on the current situation. Proxy-based 
programming provides the notion of a proxy object, enabling 
safe tinkering and programming in a sandbox to overcome 
syntactic, semantic and pragmatic language challenges. 

Finally, if CT education in schools is less about entering a 
professional computer science career pipeline and more about 
connecting CT to other K-12 subjects then it may make sense, 
just as suggested by Johnson [28], to raise programming to 
higher levels of abstractions. Tools such as Microsoft’s 
TileCode [2] and Thymio with its VPL programming language 
[39] employ higher level abstraction programming models that 
evolved from the concept of graphical rewrite rules [65]. With 
TileCode a simple Pac-Man game can be created with just a 
handful of rules edited on a tiny 160 x 120 pixel display. 
Similarly, RULER.game also features a rule-based 
programming approach [3, 8, 14, 15, 19, 47, 54] and makes it 
possible to write highly compact code, e.g., a 9 rule Pac-Man 
game including multi-agent path finding AI blocks [49], 
avoiding frequent code smells found in lower-level block-based 
programming languages such as Scratch [20]. 



 

  

III. PRINCIPLES OF PROXY-BASED PROGRAMMING 
Proxy-based programming (PBP) is a new programming 

paradigm embodied in the RULER.game computational 
thinking tool [52, 56]. PBP can be considered an example 
implementation of the pragmatic programming philosophy. The 
goal of PBP is to make programming more accessible by 
establishing a highly transparent connection between the 
situation embodied in a microworld [42, 45] and the program 
currently being constructed by a programmer. Eisenstadt [12] 
urges to address this connection stating “More than 50% of the 
[programming] difficulties are attributable to just two sources: 
large temporal or spatial chasms between the root cause and the 
symptom, and bugs that rendered debugging tools 
inapplicable.” We define proxy-based programming through 
four design principles: 

1. The impact of each programming step should be 
proactively and visibly reflected through an object called 
the proxy contextualized in the current situation, while 
avoiding unwanted side effects. The proxy is a 
recognizable copy of the object to be programmed, created 
when the user starts a programming cycle (e.g., Figure 2). 
The microworld (or situation) should be annotated in ways 
that enhance the perception of causality [37] by 
demonstrating the concrete consequences of executing 
instructions by the proxy. To prevent unwanted side 
effects, such as losing an object by accidentally deleting it, 
the microworld, including object attributes such as size, 
color, and rotation, is sandboxed. After the user concludes 
the programming cycle, the proxy's code is transferred into 
the original object to be programmed. The proxy is then 
removed, and in case of side effects, the microworld is 
automatically restored. 

2. The situation should guide the programming 
environment. Instruction palettes should be 
demonstrational to reflect the current situation. Conditions 
found in a demonstrational condition palette should be 
situated, if possible, to reflect true facts. For instance, a 
condition querying the object ahead of the proxy should 
default to the actual object found in the current situation 
while the user is programming the proxy.  

3. Program and Microworld should be visible at the same 
time. Mobile devices, with their small screens, tempt 
programming language designers to create interfaces that 
introduce problematic temporal or spatial chasms [12], 
separating the program and microworld into views that 
users must explicitly switch between. Instead, a 
programming interface should simultaneously display the 
program and code, with a focus on the relevant parts 
involved in a causal connection. 

4. A proactive programming interface should unify code 
manipulation and debugging interfaces. The 
programming environment should not have to consist of 
different interfaces for implementation and run-time 
activities [34]. Users should not need to explicitly ask to 
enter a debugging tool or mode. While many block-based 
programming tools include some form of testing blocks 
there is little evidence that programmers use these 
mechanisms. With PBP users do not have to take the 
initiative to invoke testing functions.  

IV. PREBUGGING WITH PROXY-BASED PROGRAMMING 
While our ultimate goal is to teach computational thinking 
employing learning designs [32] based on constructionists 
principles [43, 44], we find it useful to start with basic coding 
puzzles [53]. The Kodetu computational thinking challenges 
have been carefully designed and evaluated as progressive set 
of puzzles aimed at early programmers [4, 11]. Figure 1 shows 
the RULER.game Home screen including versions of the 
Kodetu challenges. The Kodetu challenges will be described 
more in-depth in section V. 

 
Fig. 1. The RULER.game Home Screen provides a Netflix-like Menu of 
Programming Tutorials including Kodetu Challenges. 

A 2nd grade student, let's call her Alicia, has already 
advanced to the digger challenge 6. RULER.game opens a 
tutorial explaining that Alicia should program the digger by 
defining an IF/THEN rule. For the THEN part of the rule, Alicia 
is instructed to use only the forward , turnLeft  and 
turnRight  actions (Figure 2, right). These actions are 
inspired by the turtle commands [43] found in the Logo 
programming language [23, 30]. Similar actions can also be 
found in the controls of remote control cars or the 4 buttons of 
programming toys for kindergarteners such as the Bee-Bot 
[62]. Alicia taps the digger in the world to show its behavior 
consisting of an empty IF/THEN rule (Figure 2, left).  

  
Fig. 2. Left: Tap digger to show code. Right: tap “then” part to create proxy 
(ghosted digger copy) and show action palette including turtle move actions. 



 

  

Following the tutorial, she then taps into the THEN box to 
open the demonstrational action palette. This is when Alicia 
enters the proxy programming sandbox. A proxy object (Figure 
2, right) is created by copying the digger. Alicia can now tinker 
[57] with the proxy by tapping actions in the palette without 
risking unwanted side effects. For instance, using the erase 
action will only erase the proxy while preserving the state of the 
original digger. Before world destructive actions are executed, 
the world is backed up so that it can be restored.  

Alicia needs to first fully understand that the forward , 
turnLeft  and turnRight  actions operate from the 
perspective of the digger driver. For instance, selecting the 
forward action in Figure 2, right, would make the digger drive 
to the right. The purpose of the proxy is to aid imagination 
through body syntonicity [71], i.e., the idea of becoming the 
object one wants to program. Alicia quickly taps the turnRight 
and then the forward action to make the digger move into the 
corner. To better understand what each action does, perhaps 
Alicia cannot read yet, Alicia can enable spoken explanations 
to receive detailed descriptions. Additionally, while executing 
and moving the proxy, the action will be annotated with a short 
explanation tag (e.g. Figure 3 left). 

    
Fig. 3. Left: make proxy turn right, move forward. Middle: after adding D-pad 
condition. Right: play the game. D-pad shows which keys are programmed. 

It is in this situation where she hesitates for a moment 
because she is not sure if the digger needs to turn left or right. 
From a bird's eye point of view the digger needs to move to the 
right. However, from the first person perspective, because the 
digger is facing down, it needs to turn left. In our usability study 
we found this stage to be challenging to many of the 10 year old 
kids. Often we would notice that kids would not only hesitate 
but also engage in body syntonic behavior such as turning their 
head, or the tablet, ever so slightly to better understand which 
way to turn. Alice correctly selects the turnLeft action and 
finishes the action sequence. She taps into the IF part of the rule 
to trigger the rule with a directional pad (D-pad) key (Figure 3, 
middle). 

Pressing the play button Alicia can now run the complete 
program. The D-pad indicates that its right button has been 
programmed (Figure 3, right). After Alicia presses that button 
the digger successfully drives to the construction site.  

Kwame, in 5th grade, has finished the Kodetu challenges and 
is ready for a more challenging project. He picks the “Maze 
Solver” project. Unlike with Hour of Code like puzzles, the goal 
is not to code one specific sequence of instructions to deal with 

one specific maze but to become a more advanced 
computational thinker implementing a universal algorithm 
applicable to an infinite universe of mazes. The tutorial hints at 
the so-called “right hand rules” maze-solving algorithm.  

   
Fig. 4. Progressive Proxy-Based Programming. Left: rule #1 if empty right 
then turn right and move forward Middle: rule #2 else if empty ahead then 
move forward Right: else turn left 

Engaging in progressive proxy-based programming, 
Kwame fluidly interweaves coding and prebugging to 
gradually program the right hand rules. Rule #1 is about turning 
right and advancing one step if the space to your right is empty 
(Figure 4, left). Kwame runs this rule but the digger is not 
getting far. Rule #2 is about going straight: If it is empty ahead 
of you then move forward (Figure 4, middle). These two rules 
make the digger advance all the way to a cul-de-sac (Figure 4, 
right). He codes rule #3 to rotate left twice (180 degrees) until 
Safiya, sitting next to him, points out a more elegant solution 
with just a single rotate left (Figure 4, right).  

The demonstrational condition palettes, mentioned in PBP 
principle #2, help with the creation of algorithms. When the 
digger gets stuck in the maze in a particular situation, the 
demonstrational palettes offer true conditions reflecting the 
situation. These conditions become likely candidates to 
predicate pertinent control flow. When looking at the finished 
rules Kwame can differentiate true or false conditions by their 
color and recognize the control flow by the pertinent path subtly 
glowing green (Figure 4).  

V. EXPERIMENTAL METHODS  
To assess the error prevention efficacy of proxy-based 

programming we employed documented error rates of 
established block-based programming challenges as baseline 
data. The Kodetu challenges [11] employed in the example 
above have been analyzed by Ben-Yaacov et al. to categorize 
the types and frequencies of non-syntactic errors novice 
programmers make when using block-based programming [4]. 
We used these data as an empirical baseline to run an initial 
comparative study pilot. While the age group (10 – 12 year old 
elementary school children) as well as the duration of the 
interventions match, the sample sizes are different. The Ben-
Yaacov study (n=123) is larger than our pilot sample size: 8 
users, aged 10-12, with little if any programming experience 
(n=8, 4 males, 4 females).  

Ben-Yaacov et al. defined errors as the event when 
executing the finished program resulted in a situation where the 
agent did not successfully reach the goal [4]. The 123 



 

  

participants executed their programs a total of 2679 times 
across all challenges. Of these executions, 1033 (39%) resulted 
in errors. The study categorized logical errors as one of the 
following: Counting, Orientation, Redundancy, Conditionals, 
Repetition, Premature, and Decomposition. Due to the simple 
nature of exercises 1-6, the main errors encountered in the 
original and the comparative study were Counting and 
Orientation and so we will focus on these. Both Counting and 
Orientation can be traced back to a well-established body of 
literature. Counting is a classic example of a boundary, i.e. a 
“off-by-one” bug [66]. Orientation errors are geometrical 
misconceptions that can either be traced back to the lack of 
preprogramming knowledge identified by Bonar and Soloway 
[6] or the inability to correctly put themselves into the 
perspective of the object to be programmed (syntonicity [71].) 

VI. RESULTS AND DISCUSSION 
All students in our study noticed every error in their code, 

through all the exercises, using proxy-based programming. The 
authors of the original Kodetu study [4] provided us with 
additional data necessary to calculate statistical relevance for 
challenges 1-6. Table I compares block-based programming 
(syntactic prebugging) with proxy-based programming 
(pragmatic prebugging) rates for orientation and counting 
errors. Both error reductions, regarding orientation as well as 
counting, were statistically significant (p < 0.05). The total 
reduction of errors was a factor of 10.  

TABLE I. SYNTACTIC AND PRAGMATIC PREBUGGING ERROR RATES 

 Errors 

Prebugging orientation counting total 

Syntactic: Block-Based Programming 9.71% 13.37% 20.79% 

Pragmatic: Proxy-Based Programming 0.00% 2.08% 2.08% 

Provided the pronounced error reduction efficacy one needs 
to ask if proxy-based programming can be considered an 
effective educational scaffold [67] or should be considered just 
an crutch [9]? A teacher amazed about how quickly kids were 
flying through the Kodetu challenges wondered if maybe 
RULER.game had made these Hour of Code like puzzles too 
easy. On the one hand, the error reduction resulting from the 
immediate assistance of proxy-based programming is indicative 
of an effective affordance [51] to make programming more 
accessible. On the other hand, however, Roberson et al. [58] 
conjectured that approaches relying on immediate style 
interruptions, such as providing the kinds of clues offered by 
proxy-based programming, could result in an over-reliance on 
shallow problem-solving strategies. Further research needs to 
explore the trade-offs between temporary relief versus lasting 
skills. In other words, we do not really understand the longer 
term educational effects of proxy-based programming. If 
proxy-based programming acts like a scaffold with educational 
benefits then it should be possible to later fade the support of 
this scaffold with only small negative effects. If, however, 
proxy-based programming acts like a crutch, then the students’ 
performance would drop instantly to levels comparable in the 
Kodetu [4] study when the pragmatic programming support 
gets removed. Research could explore these more longitudinal 
learning effects of proxy-based programming through A/B 
testing contrasting options of RULER.game with and without 
fading of pragmatic prebugging.  

Can proxy-based programming result in code smells [20]? 
We observed a number of students making orientation 
mistakes, realizing it instantly but then not fixing it cleanly. For 
instance, if the digger was programmed, by mistake, to turn left, 
then some students did not remove that false instruction but 
simply compensated the “bad” code with additional “good” 
code. That is, they would either continue turning, 3 times 
turning left is the same as 1 time turning right, or they would 
add 2 times turning the other way. In either case, according to 
the Kodetu challenge, this would not be considered an error. 
However, these programs include unwanted redundancy. This 
kind of behavior could either be blamed on tool affordance or 
on the lack of details provided in the description of the Kodetu 
challenges which did not explicitly ask for the most compact 
programming solution. Researchers are encouraged to explore 
these kinds of questions by using and extending the 
RULER.game software.  

The goal of RULER.game, however, is not to create the 
ultimate Hour of Code like puzzle solving tool but to explore 
fundamental affordances [51] enabling novice programmers to 
create their own games. Affordances need to be combined with 
strategies to scaffold creative programming project [53]. 5th 
graders employed multi touch affordances, enabled on mobile 
devices, to build two player Whack-a-Mole games. Classes 
consisting of 1st - 4th graders drew their own game characters 
on paper, scanned them into RULER.game, designed mazes 
and programmed these characters. Another class with 1st - 4th 
graders used a new Artificial Intelligence block [49] to 
implement highly sophisticated pathfinding based on 
Collaborative Diffusion [50]. While most of these young 
students did not fully understand how the AI worked they did 
enjoy the resulting gameplay. In fact, with the ability for ghosts 
to track down Pac-Man optimally even through the most 
complex mazes, including portals, and the ghosts collaborating 
with each other, students quickly were quite busy dumbing 
down the ghosts AI by making ghosts move much slower to 
give the human player a fighting chance to win against the AI.  

CONCLUSIONS 
Proxy-based programming represents a significant 

evolution of block-based programming. It supports novice 
programmers not only in overcoming syntactic challenges but 
also in prevailing over the much more daunting semantic, 
logical, and pragmatic programming challenges. RULER.game 
offers pragmatic prebugging; that is, it affords proactive 
debugging support beyond syntax by employing a sandboxed 
proxy object that illustrates the concrete consequences of 
executing code in specific situations. A pilot study, which 
employed Kodetu programming challenges, compared error 
performance between block-based programming and proxy-
based programming. The study found that the error rates of 
proxy-based programming were 10 times smaller and that the 
reduction of error rates in all categories explored was 
statistically significant. 
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